iNautix Test – 11

1) Hackland Election

There are n citizens voting in this year's HackLand election. Each voter writes the name of their chosen candidate on a ballot and places it in a ballot box. The candidate with the highest number of votes wins the election; if two or more candidates have the same number of votes, then the tied candidates' names are ordered alphabetically and the last name wins.

Complete the electionWinner function in your editor. It has 1 parameter: an array of strings, votes, describing the votes in the ballot box. This function must review these votes and return a string representing the name of the winning candidate.

Input Format

The locked stub code in your editor reads the following input from stdin and passes it to your function:

The first line contains an integer, n, denoting the size of the votes array.

Each line i of the n subsequent lines (where 0 ≤ i < n) of strings contains a citizen's vote in the form of a candidate's name.

Constraints

• 1 ≤ n ≤ 104

Output Format

Your function must return a string denoting the name of the winner. This is printed to stdout by the locked stub code in your editor.

Sample Input 1

10

Alex

Michael

Harry

Dave

Michael

Victor

Harry

Alex

Mary

Mary

Sample Output 1

Michael

Explanation 1

votes = {"Alex", "Michael", "Harry", "Dave", "Michael", "Victor", "Harry", "Alex", "Mary", "Mary"}

Alex, Harry, Michael, and Mary are all tied for the highest number of votes. Because Michael is alphabetically last, we return his name as the winner.

Sample Input 2

10

Victor

Veronica

Ryan

Dave

Maria

Maria

Farah

Farah

Ryan

Veronica

Sample Output 2

Veronica

Explanation 2

votes = {"Victor", "Veronica", "Ryan", "Dave", "Maria", "Maria", "Farah", "Farah", "Ryan", "Veronica"}

Veronica, Ryan, Maria, and Farah are all tied for the highest number of votes. Because Veronica is alphabetically last, we return her name as the winner.

Solution:

#include <stdio.h>

#include <string.h>

#include <math.h>

#include <stdlib.h>

char\* fun(char \*\*);

int main()

{

int num,i;

char \*\*a;

scanf("%d",&num);

// allocating memory dynamically for 2D array

a=(char \*\*) malloc (num \* sizeof(char \*));

for(i=0;i<num;i++)

{

a[i]=(char \*) malloc (100 \* sizeof(char));

scanf("%s",a[i]);

}

// ans string to catch the winner

char \*ans;

ans=fun(a);

printf("ans is %s",ans);

return 0;

}

char\* fun(char \*\*a)

{

char \*winner= (char \*) malloc (100 \* sizeof(char));

char str1[100],str2[100];

int i,num=0,j;

// since the number of votes are not passed i'm calculating explicitly

for(i=0;a[i]!=0;i++)

{

num++;

}

// array to store number of votes for each candidate

int \*vote\_array = (int \*) malloc (num\* sizeof(int));

//initializing the array to 1

for(i=0;i<num;i++)

{

vote\_array[i]=1;

}

for(i=0;i<num;i++)

{

for(j=i+1;j<num;j++)

{

if(a[i]!='\0' && a[j]!='\0')

{

//comparing first candidate name with all other names, if matches increment the vote for that candidat and make the repeating name= null

if(strcmp(a[i],a[j])==0)

{

vote\_array[i]++;

a[j]='\0';

}

}

}

}

// sorting and finding maximum number of votes out of all candi's

int max=vote\_array[0];

for(i=1;i<num;i++)

{

if(vote\_array[i]>max)

{

max=vote\_array[i];

}

}

// if many got same max votes store them in separate array finalists

char \*\*finalists = (char \*\*) malloc ( num \* sizeof(char \*));

int k=0;

for(i=0;i<num;i++)

{

if(vote\_array[i]==max)

{

finalists[k]=(char \*) malloc (100 \* sizeof(char));

strcpy(finalists[k],a[i]);

k++;

}

}

char temp[100];

// again sorting the finalists to get the winner (lexicographically largest)

for(i=0;i<k;i++)

{

for(j=i+1;j<k;j++)

{

if(strcmp(finalists[j],finalists[i])>0)

{

strcpy(temp,finalists[i]);

strcpy(finalists[i],finalists[j]);

strcpy(finalists[j],temp);

}

}

}

strcpy(winner,finalists[0]);

return winner;

}

2) Sherlock and GCD

Sherlock is stuck. He has an array A={a1, a2, ..., aN}. He wants to know if there exists a subset, B = {ai1, ai2, … , aik} where 1 ≤ i1 < i2 < … < ik ≤ N, of this array which has the following properties

• B is non-empty.

• All elements of B are relatively prime, i.e. there exists no integer x (x > 1) that evenly divides all elements of B.

Note that x may or may not be an element of A.

Constraints

1 ≤ T ≤ 10

1 ≤ N ≤ 100

1 ≤ ai ≤ 105

1 ≤ i ≤ N

Input Format

The first line contains a single integer T, the number of test cases.

Each test case consists of two lines: a single integer N on the first line representing the size of the array.In the next line there are N space separated integers a1, a2, ..., aN representing the elements of the array A.Na1,a

Output Format

Print YES if there exists any such subset, and or NO, if not.1≤i≤

5 ∀1≤i≤N

Sample input #00

2

3

1 2 3

2

2 4

Sample output #00

YES

NO

Explanation #00

In first test case, {1},{1,2}, {1,3}, {2,3} and {1,2,3} are the possible subsets where no integer greater than 1 divides the elements.

In second test case, no non-empty subset exists which satisfies the given condition.

Solution:

#include <stdio.h>

int gcd(int x,int y) {

if(y==0)

return x;

return gcd(y,x%y);

}

int main() {

int test;

scanf("%d",&test);

while(test--)

{

int range,i,num,g=0;

scanf("%d",&range);

for(i=0;i<range;i++)

{

scanf("%d",&num);

g = gcd(g,num);

}

if(g==1)

printf("YES\n");

else

printf("NO\n");

}

return 0;

}

1. Service Lane

Hobbes is driving his favorite vehicle on Paradise Highway. He notices that the "Check Engine" light of his vehicle is on, and he wants to service it immediately to avoid any risks. Luckily, a service lane runs parallel to the highway. The length of the highway (and the service lane) is ***N*** units. The service lane consists of ***N*** segments of unit length, and each segment can have a different width denoted by *1*, *2* or *3*. An array ***width****[]* of length ***N*** gives the widths of the different lanes, where ***width****[****k****]* represents the width of the ***k****th* segment of the service lane.

When Hobbes sees the "Check Engine" light, he is arriving at segment ***i***, and, the next exit that he needs to take to find a repair station is ***j***.  *Hobbes therefore must pass through all segments* ***i*** *to* ***j****, inclusive of both****i*** *and* ***j****.*

![Paradise Highway](data:image/png;base64,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)

Hobbes has three types of vehicles - bike, car and truck, with widths *1*, *2* and *3* respectively. Given the entry and exit point of Hobbes' vehicle in the service lane, output the type of largest vehicle which can pass through the service lane (including the entry & exit segment). Assume that there is never more than *1000* segments on the path from *i* to *j* (both inclusive).

**Note**

1. If *width[k]* is 1, only the bike can pass through the *kth* segment.
2. If *width[k]* is 2, then both the bike and car can pass through the *kth* segment.
3. If *width[k]* is 3, then any of the bike, car or truck can pass through the ***k****th* segment.

**Input Format**  
The first line of input contains two integers - *N* and *T*, where *N* is the length of the freeway, and *T* is the number of test cases.

The next line has *N* space separated integers which represents the *width* array.

*T* test cases follow. Each test case contains two integers - *i* and *j*, where *i* is the index of segment through which Hobbes enters the service lane and *j* is the index of the lane segment where he exits.

**Output Format**  
For each test case, print (on a separate line) the number (*1*, *2* or *3*) that represents the largest vehicle type that can pass through the service lane.

**Note**  
*Hobbes has to pass through all segments from index i to index j (both inclusive).*

**Constraints**

* *1 ≤ T ≤1000*
* *2 ≤ N ≤ 105*
* *0 ≤ i < j < N*
* *j ≤****i*** *+ 999*
* *1 ≤ width[k] ≤ 3, where 0 <= k < N*

**Sample Input #00**

8 5

2 3 1 2 3 2 3 3

0 3

4 6

6 7

3 5

0 7

**Sample Output #00**

1

2

3

2

1

**Explanation #00**  
Below is the representation of lane.

**|HIGHWAY|Lane| -> Width**

**0: | |--| 2**

**1: | |---| 3**

**2: | |-| 1**

**3: | |--| 2**

**4: | |---| 3**

**5: | |--| 2**

**6: | |---| 3**

**7: | |---| 3**

1. (0, 3): Because *width[2]* = *1*, only the bike, represented as *1* can pass through this segment.
2. (4, 6): Here the largest vehicle that can pass through is the car, because  of the the 5th segment's width.
3. (6, 7): In this example, the vehicle enters at the 6th segment and exits at the 7th segment. Both segments allow even the truck to pass through, so *3* is the answer.
4. (3, 5): *width[3] = width[5] = 2*. While 4th segment allow the truck, the *3rd* and *5th* allow up to 2, the car width.
5. (0, 7): The bike is the only vehicle which can pass through the 2nd segment, which limits the capacity of the whole lane to 1.

Solution :

#include <stdio.h>

int main() {

/\* Enter your code here. Read input from STDIN. Print output to STDOUT \*/

long long int num,test;

long long int i,j,a[100000],m,n,min;

scanf("%d%d",&num,&test);

for(i=0;i<num;i++)

{

scanf("%d",&a[i]);

}

while(test--){

scanf("%d%d",&m,&n);

min = a[m];

for(i=m;i<=n;i++){ //finding the minimum of available vehicles (m to n)

if(a[i]<min){

min = a[i];

}

}

printf("%d\n",min);

}

return 0;

}